A. Старт коллайдера
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Совсем скоро произойдёт запуск самого нового, мощного и необычного коллайдера, который расположен вдоль прямой. В нём будут запущены *n* частиц. Все они расположены на одной прямой, причем в одной точке не может быть двух или более частиц. Координаты частиц совпадают с расстоянием в метрах от центра коллайдера, то есть *xi* — это и координата *i*-й частицы, и одновременно её позиция в коллайдере. Все координаты частиц — **целые чётные числа**.

Про каждую частицу известно направление её движения — она будет двигаться либо влево, либо вправо после старта коллайдера. Все частицы начнут двигаться одновременно в момент старта коллайдера. Каждая частица будет двигаться ровно влево или ровно вправо с постоянной скоростью 1 метр в микросекунду. Считайте, что коллайдер достаточно большой, и частицы не могут вылететь из него за обозримое время.

Напишите программу, которая найдет момент первого столкновения двух каких-либо частиц коллайдера. Иными словами, требуется найти количество микросекунд до первого такого момента, когда какие-либо две частицы окажутся в одной точке.

**Входные данные**

В первой строке следует целое положительное число *n* (1 ≤ *n* ≤ 200 000) — количество частиц.

Во второй строке следует *n* символов «L» и «R», причём если *i*-й символ равен «L», то *i*-я частица будет двигаться влево, иначе *i*-й символ равен «R», и *i*-я частица будет двигаться вправо.

В третьей строке следует последовательность различных целых **чётных** чисел *x*1, *x*2, ..., *xn* (0 ≤ *xi* ≤ 109) — координаты частиц в порядке слева направо. Гарантируется, что координаты частиц заданы в порядке возрастания.

**Выходные данные**

В первой строке выведите единственное целое число — первый момент времени (в микросекундах), в который две частицы окажутся в одной точке и произойдет взрыв.

Выведите единственное целое число -1, если столкновения частиц не произойдет.

**Примеры**

**входные данные**
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**выходные данные**
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**входные данные**
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**выходные данные**

-1

**Примечание**

В первом примере из условия первый взрыв произойдёт через 1 микросекунду, так как частицы с номерами 1 и 2 одновременно окажутся в точке с координатой 3.

Во втором примере из условия взрыв никогда не произойдёт, так как никакие две частицы никогда не окажутся в одной точке одновременно.

B. Одна бомба
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Вам задано описание склада, который представляет из себя прямоугольное клетчатое поле размера *n* × *m*. Каждая клетка склада может быть либо пустой («.»), либо занятой стеной («\*»).

У вас есть одна бомба. Если её заложить в клетке (*x*, *y*), то при срабатывании она уничтожит все препятствия, находящиеся в строке *x*, и все препятствия, находящиеся в столбце *y*.

Перед вами стоит задача определить, можно ли с помощью взрыва **ровно** одной бомбы уничтожить все стены на складе. Бомбу разрешается закладывать как в пустую клетку, так и в клетку со стеной.

**Входные данные**

В первой строке следует два целых положительных числа *n* и *m* (1 ≤ *n*, *m* ≤ 1000) — количество строк и столбцов поля.

Следующие *n* строк содержат по *m* символов «.» и «\*» — описание склада. *j*-й символ в *i*-й из них соответствует клетке (*i*, *j*).Если символ равен «.», то соответствующая клетка пустая. В противном случае символ равен «\*», и в соответствующей клетке находится стена.

**Выходные данные**

Если невозможно уничтожить все стены с помощью одной бомбы, выведите в первую строку «NO» (без кавычек).

В противном случае выведите в первую строку «YES» (без кавычек), а во вторую два целых числа — координаты клетки, в которую нужно заложить бомбу. Если вариантов ответа несколько, разрешается вывести любой из них.

**Примеры**

**входные данные**
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**выходные данные**
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**выходные данные**
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C. Каникулы
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Каникулы Васи будут длиться *n* дней! И Вася решил за это время улучшить свои навыки программирования, а также позаниматься спортом. Про каждый из *n* дней каникул Вася знает, будет ли открыт в этот день спортзал, а также будет ли в интернете в этот день проводиться контест. Для *i*-го дня возможны четыре варианта:

1. в этот день закрыт спортзал и не проводится контест;
2. в этот день закрыт спортзал и проводится контест;
3. в этот день открыт спортзал и не проводится контест;
4. в этот день открыт спортзал и проводится контест.

В каждый из дней Вася может либо отдыхать, либо писать контест (если он проводится в этот день), либо заниматься спортом (если открыт спортзал).

Перед вами стоит задача найти минимальное количество дней, в которые Вася будет отдыхать (то есть не будет заниматься спортом и не будет писать контест одновременно). Единственное ограничение от Васи — *он не хочет два дня подряд заниматься одним и тем же видом активности, то есть он не будет заниматься спортом два дня подряд и он не будет писать контесты два дня подряд*.

**Входные данные**

В первой строке следует целое положительное число *n* (1 ≤ *n* ≤ 100) — количество дней в каникулах Васи.

Во второй строке следует через пробел последовательность целых чисел *a*1, *a*2, ..., *an* (0 ≤ *ai* ≤ 3), где:

* *ai* равно 0, если в *i*-й день каникул не работает спортзал и не проводится контест;
* *ai* равно 1, если в *i*-й день каникул не работает спортзал, но проводится контест;
* *ai* равно 2, если в *i*-й день каникул работает спортзал и не проводится контест;
* *ai* равно 3, если в *i*-й день каникул работает спортзал и проводится контест.

**Выходные данные**

Выведите минимально возможное количество дней, в которые Вася будет отдыхать. Помните, что Вася отказывается:

* заниматься спортом в какие-либо два подряд идущих дня,
* писать контест в какие-либо два подряд идущих дня.

**Примеры**

**входные данные**
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**выходные данные**
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**входные данные**
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**выходные данные**
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**входные данные**
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2 2

**выходные данные**

1

**Примечание**

В первом тестовом примере Вася может написать контест в день номер 1 и позаниматься спортом в день номер 3. Таким образом, он будет отдыхать всего два дня.

Во втором тестовом примере Вася должен писать контесты в дни с номерами 1, 3, 5 и 7, а в остальные дни заниматься спортом. Таким образом, он не будет отдыхать ни одного дня.

В третьем тестовом примере Вася может позаниматься спортом либо в день номер 1, либо в день номер 2. Он не может заниматься спортом оба дня, так как это будет противоречить его ограничению. Таким образом, он будет отдыхать один день.

D. Исправление дерева
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Дерево — это неориентированный связный граф без циклов.

Рассмотрим корневое неориентированное дерево, состоящее из *n* вершин, пронумерованных от 1 до *n*. Существует несколько способов представлять такие деревья. Одним из наиболее популярных является массив предков, состоящий из *n* чисел *p*1, *p*2, ..., *pn*, где *pi* означает предка вершины *i* (в рамках данной задачи корень дерева считается предком самого себя).
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По данной последовательности *p*1, *p*2, ..., *pn* легко восстановить дерево:

1. Существует ровно один индекс *r*, такой что *pr* = *r*. Вершина *r* является корнем дерева.
2. Для всех остальных *n* - 1 вершины *i* существует ребро между вершинами *i* и *pi*.

Последовательность *p*1, *p*2, ..., *pn* является корректной, если описанная выше процедура определяет некоторое (произвольное) корневое дерево. Например, для *n* = 3 последовательности (1,2,2), (2,3,1) и (2,1,3) **не являются** корректными.

Вам дана последовательность *a*1, *a*2, ..., *an*, не обязательно являющаяся корректной. Вам требуется изменить минимальное количество элементов, чтобы последовательность стала корректной. Выведите минимальное необходимое количество изменений и пример любого ответа, который можно получить с их помощью. Если существует несколько корректных последовательностей, достижимых за минимальное количество изменений, то разрешается вывести любую.

**Входные данные**

В первой строке входных данных записано число *n* (2 ≤ *n* ≤ 200 000) — количество вершин в дереве (а значит, и в последовательности).

Во второй строке записаны *n* целых чисел *a*1, *a*2, ..., *an* (1 ≤ *ai* ≤ *n*).

**Выходные данные**

В первой строке выведите минимальное количество изменений, которое надо сделать, чтобы получить корректную последовательность.

Во второй строке выведите любую корректную последовательность, которая может быть получена из (*a*1, *a*2, ..., *an*) за минимальное количество изменений. Если существует несколько таких последовательностей, то выведите любую.

**Примеры**

**входные данные**

4  
2 3 3 4

**выходные данные**

1  
2 3 4 4

**входные данные**

5  
3 2 2 5 3

**выходные данные**

0  
3 2 2 5 3

**входные данные**

8  
2 3 5 4 1 6 6 7

**выходные данные**

2  
2 3 7 8 1 6 6 7

**Примечание**

В первом примере достаточно изменить один элемент. В приведённом примере вывода последовательность представляет корневое дерево с корнем в вершине 4 (потому что *p*4 = 4), которое можно увидеть на левом рисунке. Одним из корректных решений будет являться последовательность 2 3 3 2, определяющая дерево с корнем в вершине 3 (правый рисунок). На обоих рисунках корни выделены красным.
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Во втором примере данная во входных данных последовательность уже является корректной.

E. LRU

ограничение по времени на тест

2 секунды

ограничение по памяти на тест

256 мегабайт

ввод

стандартный ввод

вывод

стандартный вывод

При создании высоконагруженных систем важную роль играет кэширование данных. В данной задаче пойдёт речь о схеме кэширования LRU (Least Recently Used).

Допустим, размер кэша позволяет хранить не более *k* объектов. В начале работы программы кэш пуст. При поступлении запроса на обращение к некоторому объекту проверяется его наличие в кэше, и в случае отсутствия объект помещается в кэш. Если после этого в кэше становится больше чем *k* объектов, то из него удаляется тот объект, который последний раз запрашивался раньше всех, то есть дольше всех не использовался.

Пусть на некотором сервере хранится *n* видеороликов, причём все видеоролики одинакового размера. Кэш сервера вмещает *k*видеороликов, и используется схема кэширования, описанная в предыдущем абзаце. Известно, что когда пользователь заходит на сервер и выбирает какой-нибудь ролик для просмотра, вероятность выбрать видеоролик *i* составляет *pi*. При этом выбор очередного видеоролика никак не зависит от того, что происходило ранее.

Требуется для каждого видеоролика посчитать вероятность того, что он будет находиться в кэше через 10100 запросов пользователей.

**Входные данные**

В первой строке входных данных записаны два числа *n* и *k* (1 ≤ *k* ≤ *n* ≤ 20) — количество видеороликов и размер кэша соответственно. В следующей строке находятся *n* вещественных чисел *pi* (0 ≤ *pi* ≤ 1), заданных с не более чем двумя знаками после запятой.

Гарантируется, что сумма всех *pi* равняется 1.

**Выходные данные**

Выведите *n* вещественных чисел, *i*-е из которых должно равняться вероятности того, что *i*-й видеоролик будет находиться в кэше через 10100 операций. Ваш ответ будет считаться правильным, если его абсолютная или относительная ошибка не будет превосходить 10- 6.

А именно: пусть ваш ответ равен *a*, а ответ жюри — *b*. Проверяющая программа будет считать ваш ответ правильным, если ![http://codeforces.com/predownloaded/c6/2e/c62ea64d4651240724c5ac4779b671c741edec24.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHEAAAAcCAYAAABWFFBUAAAGBElEQVR42u2aW2wUdRTGZy+9bC8UWnoTWxQlUkRKQYGKLSGlYEurRSsoWhRqAcHEWBQTEeuNCCqUCqnWG0HkFqNGjA2ikQcfjA8+6YOJUaMvvvngm2+eI78xf4fZy8zOLjbdk3zJ7OzsXP7fuXznzFqWN1svaLCCs5BgpmChoMLYP03woKDIylngtkWwIGASbxF8IWg29iuhjwuKc0ueGRIbAz7ndYJPBbU5Ej0HQGAkVkBAgSDq45zrBEdJqxU5EpOalpgWQRtZbGo6JEYEPYIBwW2CfYJVPrxpv+ADQZfgCcESamKOxEtN12NQsFZQLXhJsCkdEtcI3iFqSgSfQIRFRGp01sVBDU5QAoHrIHSj4PAEjcR8QV6C78sEVwhiaVxDyXtNUMh6tQqu90uips6Tgm3sv0YwTkq006FG6E48x8ROyNKHmQv5dj18UvCmYPplJvFaFigvyXF5pLPFghHBDXHIvVPQT8Z6CBHntaZFWZtXBMsg1JfIVBLnc+Pj5GaLtHoMEqu5wSgP6Qa7dmpeH8Mp1LtOC/o4f7ZJjODVuwVvCzakUONXCnYJDgj+FCx1OeY+wbCgXBBGyL0raHIQVJAAEdZHHf6EoJ6MNmpkP8+RqCc8JOjgZK8LDgo6+ZyqzSGvX4m3viyYwgNni0R1qhsFLwjeEmx2KOVEFkNoqMD4w4XESsHngtsd+/cSuRE+t8bJWnbmWkBEj3Oftg0JzqZTEzXl9ApWkx42EuYRD+cLE829RHM21WmM+91PmlrvGDh4sXgkKjk/ugxIVIx8g7Pa9XJGAhSzrmMQZ5tmja/TbTFC6fQrjlRmZalPLMHxNMW9KuhmEdOxeCQqWb8aWsGcfP0cp4Ymsh7uOUZk6jPs+T80+26WKRKbqSmqgJenqRRTIVHT4fcu6bkTclt8ZI/7BfdQs7fTjv3jmamiXTDb42/8oJqCXe7xd6kIkQ9JoYtSUJ9BkPidC4kdkNjq41phWpU683lPecBJcCrD8HOd49S4ZFaGiBpFSC230h+0JyLxB+qaadpj/+YjEuPakixiMQjyfOa2F2FSSkQMoxQ72Rckiap0fxfMcuzXdPgL7dqEM7vBD/tIIRGX9qQqgHsqJBp1bHhEcIcPlRqPxBWCnwTzXLTFtww1JpRp03o3PU/IGLstZeITz6bRUO91CJF6JkaVAfeLzyDluz20S82QeJNjvzrZBVooU9EP4zDRiUZiO8rKjsKZKKzz9JjxTB/6YWpY1EUg9PuI7GRRP582JJnwqUStPyL4i/tsNCIsREodM6Jbo/J9hFXGLOro38JxUpAXL4oRSXMc19HpzHuQm6iHHIEsZ2RMRZzUXSbHbGQWqpniedqibY7+r5AUvYm6u0Nwc0D99b+mf414zrr4JmElC9qDx3Rxk01Go3wXw9cHjJupYLg7yO90cQdIn9OZWIzwQM4UezwJieWMrgY5362OCHmKiEzFQh4RpE0hcjPylxM96RssZg3RcoFUp3L8XlJZHgPio/Q9Wj/OGP2K1qhjFO2rGQ/N47s2ZqSWDxK1znyFeKhyGR4PkM5SsTU0+slwhOfIn0j1Soeqj7Jdg+fb/3lZxcIVEUktqC6NxnOOCc4sjh1yNLgbaLD9kDjAooaY4Jyz/ju51wzydIrPOcND+zI74FqbFRK3GCSeN+TyaiKskPQ5iiRX8j6mQBcatU/fCZ511AX7zb9XEkNEcD+fG4hKU7L3cc1JbSEWeAfbOtL50ojEDuaNGokvIlDUrhJ8RuPaRs7vI/2tJSLrDQl+0MWzlfTTkBQy7qcb6PZuhEGUuvisI80NkvIntS2kJh4iurSn+QhSG/DyEwiKFURGF0prCGGhKfYx6+LL1FrS1hlIb6CgHybKzWZ9K8cdgKgYCnQXqjVGRG/HWbY6GvF8HLBpspNYgOosZbsYlLBIpWwXGSqrlgWOcmyU4+z3XhGOL+UcIaR3u4OAMn5jXyNkRGgv++xrVrm0GCq09ljBvY3IWRKrR0WmMmGZixoNJ+k9N2e6ac7ZpbaIHjTZJKTGSvwuUSN2GaIrPNkX9W8gihvWG36A9wAAAABJRU5ErkJggg==).

**Примеры**

**входные данные**

3 1  
0.3 0.2 0.5

**выходные данные**

0.3 0.2 0.5

**входные данные**

2 1  
0.0 1.0

**выходные данные**

0.0 1.0

**входные данные**

3 2  
0.3 0.2 0.5

**выходные данные**

0.675 0.4857142857142857 0.8392857142857143

**входные данные**

3 3  
0.2 0.3 0.5

**выходные данные**

1.0 1.0 1.0

F. Медвежонок и позиции для стрельбы

ограничение по времени на тест

3 секунды

ограничение по памяти на тест

256 мегабайт

ввод

стандартный ввод

вывод

стандартный вывод

Беарляндия — очень опасное место, поэтому Лимак никогда не ходит пешком. Вместо этого он использует камни телепортации. Всего у него *k* таких камней, *i*-й из которых позволяет мгновенно переместиться в точку (*axi*, *ayi*). Каждый камень может быть использован **не более одного раза**, при этом использовать камни можно **в любом порядке**.

В Берляндии живут *n* монстров. Монстр с номером *i* расположен в точке с координатами (*mxi*, *myi*). Гарантируется, что позиции всех *k* + *n* точек различны.

После каждой телепортации Лимак может выпустить стрелу в произвольном направлении. Стрела убьёт первого монстра, который будет на её пути, после чего и стрела, и монстр исчезнут с карты. Поскольку оставаться на одном месте опасно, Лимак может выпустить не более одной стрелы с каждой позиции.

Монстр опасается Лимака, если существует последовательность действий, при которой Лимак убивает данного конкретного монстра. Вычислите, сколько монстров должны опасаться Лимака?

**Входные данные**

В первой строке входных данных записаны два числа *k* и *n* (1 ≤ *k* ≤ 7, 1 ≤ *n* ≤ 1000) — количество камней телепортации и монстров на карте соответственно.

В *i*-й из последующих *k* строк записаны два целых числа *axi* и *ayi* ( - 109 ≤ *axi*, *ayi* ≤ 109) — координаты точки, в которую переместится Лимак при использовании *i*-го камня.

В *i*-й из последующих *n* строк записаны два целых числа *mxi* и *myi* ( - 109 ≤ *mxi*, *myi* ≤ 109) — координаты *i*-го монстра.

Гарантируется, что все *k* + *n* точек попарно различны.

**Выходные данные**

Выведите количество монстров, которым стоит опасаться Лимака.

**Примеры**

**входные данные**

2 4  
-2 -1  
4 5  
4 2  
2 1  
4 -1  
1 -1

**выходные данные**

3

**входные данные**

3 8  
10 20  
0 0  
20 40  
300 600  
30 60  
170 340  
50 100  
28 56  
90 180  
-4 -8  
-1 -2

**выходные данные**

5

**Примечание**

В первом примере имеются два камня телепортации и четыре монстра. С помощью камней можно переместиться в точки ( - 2,  - 1) и (4, 5), отмеченные синим на рисунке ниже. Монстры находятся в точках (4, 2), (2, 1), (4,  - 1) и (1,  - 1), отмеченных красным. Опасаться Лимака стоит всем монстрам, кроме расположенного в точке (4,  - 1), поэтому ответ равен 3.

![http://codeforces.com/predownloaded/49/bd/49bd6567b694cd055c453bc960b741b0dcd64f03.png](data:image/png;base64,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)

Во втором примере опасаться нужно пятерым монстрам. В безопасности себя могут чувствовать только монстры в точках (300, 600), (170, 340) и (90, 180).